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1
METHODS, SYSTEMS, AND COMPUTER
READABLE MEDIA FOR CONVERGING ON
NETWORK PROTOCOL STACK
VULNERABILITIES USING FUZZING
VARIABLES, VULNERABILITY RATINGS
AND PROGRESSIVE CONVERGENCE

TECHNICAL FIELD

The subject matter described herein relates to testing
implementations of communications network protocol
stacks. More particularly, the subject matter described herein
relates to methods, systems, and computer readable media
for converging on network protocol stack vulnerabilities
using fuzzing variables, vulnerability ratings and progres-
sive convergence.

BACKGROUND

In communications network equipment, protocol stacks
are implemented at least partially software. Vulnerabilities
in protocol stack implementations can be introduced by
weak coding during development and careless modifications
during maintenance. Thus, there exists a possibility of
localization of vulnerabilities in specific sections of code.
FIG. 1 is a graph illustrating how some areas of code may
be more vulnerable than others. In FIG. 1, the three axes
respectively illustrate fields, field values, and protocols. The
cube represents all of the possible combinations of field,
field values, and protocols. The shaded regions in the cube
represent combinations of protocols, fields, and field values
that are likely to cause a network protocol stack implemen-
tation to fail or transition to an invalid state. Due to the
sometimes unpredictable nature of software development,
the locations of such regions are often unknown and must be
identified through testing.

One way to test the vulnerability of the protocol stack is
referred to as black box fuzz testing. Black box fuzz testing
involves the sending of messages to a protocol stack imple-
mentation with one or more field values in the messages
being fuzzed or set to algorithmically changed values. The
goal of fuzz testing is to identify combinations of fields and
field values that cause the network communications protocol
stack to fail or transition to an invalid state.

One way to perform black box fuzz testing is utilizing a
brute force approach. The brute force approach to black box
fuzz testing involves the testing of all possible combinations
of protocols, fields, and field values without reducing the
size of the parameter space during the testing. Because the
parameter space for such brute force testing can be large,
such testing is resource intensive and can require significant
amounts and/or processing power to identify vulnerabilities.
Thus, rather than performing brute force black box fuzz
testing, it is desirable to perform fuzz testing in a manner
that reduces the parameter space to converge on combina-
tions of parameter values that result in communications
network protocol stack vulnerabilities.

Accordingly, there exists a need for methods, systems,
and computer readable media for converging on network
protocol stack vulnerabilities using fuzzing variables, vul-
nerability ratings and progressive convergence.

SUMMARY

The subject matter described herein includes methods,
systems, and computer readable media for converging on
network protocol stack vulnerabilities using fuzzing vari-
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2

ables, vulnerability ratings and progressive convergence.
One method for progressive convergence on network pro-
tocol stack vulnerabilities includes defining an initial pro-
tocol field and field value space for fuzz testing of a network
communications protocol stack implementation. The
method further includes dividing the initial space into
regions corresponding to combinations of protocol fields and
field values. The method further includes assigning vulner-
ability ratings to at least some of the regions. The method
further includes executing fuzz testing of the network com-
munications protocol stack implementation using the pro-
tocol fields and field values corresponding to the regions.
The method further includes updating the vulnerability
ratings of the regions based on results of the testing. The
method further includes identifying, based on the updated
vulnerability ratings, at least one region with a higher
vulnerability rating than other regions. The method further
includes performing fuzz testing for the sub-regions.

The subject matter described herein can be implemented
in software in combination with hardware and/or firmware.
For example, the subject matter described herein can be
implemented in software executed by a processor. In one
exemplary implementation, the subject matter described
herein can be implemented using a non-transitory computer
readable medium having stored thereon computer execut-
able instructions that when executed by the processor of a
computer control the computer to perform steps. Exemplary
computer readable media suitable for implementing the
subject matter described herein include non-transitory com-
puter-readable media, such as disk memory devices, chip
memory devices, programmable logic devices, and applica-
tion specific integrated circuits. In addition, a computer
readable medium that implements the subject matter
described herein may be located on a single device or
computing platform or may be distributed across multiple
devices or computing platforms.

BRIEF DESCRIPTION OF THE DRAWINGS

The subject matter described herein will now be explained
with reference to the accompanying drawings of which:

FIG. 1 is a graph illustrating protocol, field, and value
space for brute force fuzz testing;

FIG. 2 is a block diagram illustrating a system for
converging on network protocol stack vulnerabilities using
fuzzing variables, vulnerability ratings, and progressive con-
vergence according to an embodiment of the subject matter
described herein;

FIGS. 3A-3E illustrate the dividing of the target space for
fuzz testing into regions and sub-regions according to an
embodiment of the subject matter described herein; and

FIG. 4 is a flow chart illustrating an exemplary process for
converging on network protocol stack vulnerability accord-
ing to an embodiment of the subject matter described.

DETAILED DESCRIPTION

The subject matter described herein includes methods,
systems, and computer readable media for converging on
protocol stack vulnerabilities using field values, vulnerabil-
ity ratings, and progressive convergence. FIG. 2 is a block
diagram illustrating an exemplary system for performing
such testing according to an embodiment of the subject
matter described herein. Referring to FIG. 2, a network
equipment test device 100 may implement progressive black
box fuzz testing of a device under test 102. More particu-
larly, test device 100 may test an implementation of a
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network protocol stack 104 that executes on a network
interface card 106 or on another processor within device
under test 102. Network equipment test device 100 also
includes a network interface card 108 for sending test
packets to and receiving test packets from device under test
102.

Network equipment test device 100 further includes a
processor 110 and memory 112. Processor 110 may be a
microprocessor, a field programmable gate array (FPGA) or
an application specific integrated circuit (ASIC) that con-
trols testing implemented by network equipment test device
100. Memory 112 may be volatile or non-volatile memory
that stores executable instructions executed by processor
110. In the illustrated example, memory 112 stores a vul-
nerability ratings module 114 and a progressive fuzzer 116.
Vulnerability ratings module 114 generates or receives ini-
tial vulnerability ratings from a user and provides these
ratings to progressive fuzzer 116. Progressive fuzzer 116
implements black box fuzz testing of network protocol stack
implementation 104 using the vulnerability ratings to iden-
tify progressively smaller subsets of parameters and param-
eter values to which protocol stack implementation is vul-
nerable.

In one embodiment, the user may define an initial target
space for progressive fuzzer 116 to initiate testing or
“attacks” of a network communications protocol stack. In
one example, the target space may be a combination of
network communications different protocol fields and
ranges of values for those fields. FIG. 3A diagrammatically
illustrates an example of an initial target space. In FIG. 3A,
the initial target space is represented by a rectangle where
the length represents protocol fields and the width represents
protocol field values. If the protocol being fuzzed is IP, the
horizontal axis in FIG. 3A may represent a set of protocol
fields in an IP packet that can be fuzzed. For example, the
horizontal axis may represent IP address, type of service,
fragment offset, and time to live. The vertical axis in FIG.
3A may represent all possible values of the protocol fields.
The possible values of each protocol field depend on the
number of bytes in each field. Generally, for binary encoded
fields, the number of possible values is 2% #**) However,
a user may define a subset, such as a range of field values for
each protocol field to be fuzzed. Because fuzz testing
typically involves multiple protocols, the number of fields
and field values to be fuzzed results in a large potential
vulnerability space that must be tested.

The brute force approach to fuzz testing would be to test
all possible combinations of protocol fields and field values
without regard to relative vulnerabilities of the protocol
stack to particular fuzzed field values determined through
fuzz testing. Rather than treating the target test space as a
single large parameter space for fuzz testing, the target space
is divided into regions. In one embodiment, the regions may
be equally sized. In an alternate embodiment, the regions
may be unequally sized. In addition, although a region may
correspond to ranges of one or more protocol field values,
the subject matter described herein is not limited to defining
regions that include ranges of protocol field values. For
example, a region may include discontinuous values of a
protocol field, such as odd numbered, even numbered, or
pseudo-randomly assigned values. The term “region” as
used herein is intended to refer to any suitable subset of a
larger space of protocol field and field value combinations.

FIG. 3B illustrates the dividing of target space 300 into
regions. In the illustrated example, the regions are equally
sized and correspond to combinations of protocol fields and
field values. To illustrate how protocol field values may be
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divided into regions, assume a single 8 bit parameter value
is being fuzzed. The possible values for the field are 0 to 255.
Table 1 shown below illustrates the dividing of the 8 bit
parameter space into 8 regions.

TABLE 1

Example Division of an 8-Bit Protocol Field into 8 Regions

PARAMETER VALUES REGION

0-31
32-63
64-95
96-127

128-159
160-191
192-223
224-255

[ N R N

In Table 1, the 8 bit parameter space is divided into 8 equally
sized regions of 32 values each.

Once the test space is divided into regions, the regions are
assigned vulnerability ratings. The vulnerability ratings may
be initial values assigned by the user or by vulnerability
ratings module 114 that indicates an initial vulnerability of
network protocol stack implementation 104 to combinations
of fields and field values in each region. Table 2 shown
below illustrates exemplary vulnerability ratings that may be
assigned to network protocol fields:

TABLE 2
Vulnerability Ratings for Network Protocol Field Values
Vulnerability
Rating 5 (High) 3 (Medium) 0 (Low)
Fields Total Length IHL Version
Fragment Offset  Identification = DSCP
Options Flags ECN
TTL
Protocol
Header Checksum
Source IP

Destination IP

In Table 2, a high vulnerability rating of 5 is assigned to IP
header length (IHL), total length, fragment offset, and
options. A medium vulnerability rating of 3 is assigned to
THL, identification, and flags. A low vulnerability is assigned
to protocol version, differentiated services code point
(DSCP), explicit congestion notification (ECN), time to live
(TTL), protocol, header checksum, source IP address, and
destination IP address. Although not illustrated in Table 1,
different vulnerability ratings may be assigned to different
values within a network protocol field. For example, IP
addresses above a certain value may be associated with a
higher vulnerability rating than those below that value.

It should be noted that the initial vulnerability ratings
assigned prior to testing may be equal or unequal. For
example, assigning initial vulnerability ratings to the regions
may include initializing all of the vulnerability ratings to
zero or other initial value.

Once the regions have been defined and the initial vul-
nerability ratings have been assigned, fuzz testing is
executed, prioritizing attacks according to the vulnerability
ratings. For example, in FIG. 3B, regions with higher
vulnerability ratings may be tested prior to or more rigor-
ously than regions with lower vulnerabilities. Based on
results of the testing, the vulnerability rating for each region
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302 may be updated. In one example, a vulnerability rating
for each region 302 is incremented for each time and attack
causes a change in the process flow of network protocol
stack implementation 104.

FIG. 3C illustrates updated vulnerability ratings after an
initial iteration of vulnerability testing for each of the
regions. In FIG. 3C, region 302A has a vulnerability rating
of 17, which is the highest of all of the regions in the initial
target space. Accordingly, as illustrated in FIG. 3D, region
302A is subdivided into sub-regions 304, and each sub-
region is tested to determine its vulnerability rating. The
vulnerability ratings of the sub-regions are stored in
memory. FIG. 3E illustrates an example of vulnerability
ratings of sub-regions 304. In FIG. 3E, a particular sub-
region 304A has a value of 10, which means that 10 of the
17 violations occurring in region 302A were caused by
parameters in sub-region 304A.

Sub-region 304A may be further subdivided and the
testing may be repeated for sub-region 304 A. The process of
dividing the parameter space into sub-regions and perform-
ing black box fuzz testing for the sub-regions may be
iteratively repeated in the manner illustrated in FIGS. 3A-3E
until the parameter values causing the vulnerabilities are
sufficiently localized or the user decides to end the testing.
For example, after the first iteration of fuzz testing, the user
may know that 17 failures occurred in region 302A but may
not know which parameter values within region 302A
caused the failures. When the fuzz testing is repeated,
sub-region 304A is determined to have 10 of the 17 failures
from the previous iteration. The remaining violations are
distributed throughout the other sub-regions in region 302A.
The user may determine that sub-region 304 A is sufficiently
small and that the failures are sufficiently clustered in
sub-region 304A for further analysis. If the failures had been
evenly distributed in the sub-regions, the user may elect to
stop the fuzz testing and reconfigure the parameter space.

Once the parameter values causing the vulnerabilities
have been sufficiently localized or the testing has ended, the
network protocol stack implementation software may be
analyzed with respect to the fields and field values that
caused the high vulnerability. For example, the code of the
network protocol stack may be analyzed using a debugger or
other tool separate from fuzzer 116 to identify the cause of
the high vulnerabilities.

FIG. 4 is a flow chart illustrating an exemplary process for
converging on network protocol stack vulnerabilities using
fuzzing variables, variable ratings, and progressive conver-
gence according to an embodiment of the subject matter
described herein. Referring to FIG. 4, in step 400, an initial
protocol and field value space is defined for fuzz testing of
a network communications protocol stack implementation.
For example, as illustrated in FIG. 3 A, the initial target space
may be a complete or relatively complete set of protocol
fields and field values. In one example, the user may
configure fuzzing for two variables in the IP and Internet
control message protocol (ICMP) protocols. The fuzzed
parameter variables for the two variables or fields may be
defined as follows:

Protocols: 1P, ICMP

Fields: IP-Fragment-Offset, UDP-Length

Values: [P-Fragment Offset [0-100]; UDP-Length[0-200]
In the above-listed example, the IP fragment offset and UDP
length fields are the fields whose parameter values will be
fuzzed. The fuzzed parameter values for the IP fragment
offset range from zero to one hundred. The fuzzed parameter
values for the UDP length field range from zero to two
hundred. With these ranges of parameter values for the two
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different fields, the number of combinations of parameter
values to be tested is 200100 or 20,000 parameters.

In step 402, the initial space is divided into regions
corresponding to combinations of protocol fields and field
values. For example, as illustrated in FIG. 3B, the initial
space is divided into regions 302. Each region 302 corre-
sponds to a subset of protocol fields and field values that is
smaller than the combinations in the initial set. Continuing
with the IP-ICMP example, if the target space is divided into
eight equally sized regions as illustrated in FIG. 3B, each
region may correspond to 2500 of the 20,000 possible
combinations of the IP fragment offset and UDP length
parameter values.

In step 404, vulnerability ratings are assigned to at least
some of the regions. The initial vulnerability ratings may be
assigned by the user or by vulnerability ratings module 114.
If no information is know about the initial vulnerability
ratings of the regions, the initial vulnerability ratings of the
regions may be initialized to be equal to each other. If it is
known that a particular region has higher vulnerability or is
otherwise of interest to the tester, the regions may be
assigned a higher initial vulnerability than other regions.

In step 406, fuzz testing of a network communications
protocol stack implementation is performed using the
regions. For example, network equipment test device 100
may perform black box fuzz testing of protocol stack
implementation 104 by sending test packets to device under
test 102 with combinations of fuzzed protocol fields and
field values corresponding to the combinations of protocol
fields and field values for each region 302. Continuing with
the IP-ICMP example, progressive fuzzer 116 may generate
test ICMP over UDP/IP packets with IP fragment offset and
UDP length values for the combinations corresponding to
regions 302.

In step 408, the vulnerability ratings of the regions are
updated based on results of the testing. As stated above, the
vulnerability rating of each region may be incremented each
time a failure or a transition to an invalid state occurs for one
of the combinations of protocol fields and field values in the
particular region being tested. The updating of vulnerability
ratings may be performed by vulnerability ratings module
114 or by progressive fuzzer 116 based on results of the fuzz
testing. Continuing with the ICMP-IP example, an updated
vulnerability rating of each region of 2500 possible combi-
nations of the UDP length and IP fragment offset is assigned
an updated vulnerability rating based on the number of times
a combination of values for these two parameters caused a
change of state in the in the network protocol stack imple-
mentation being tested. In FIG. 3C, the updated vulnerabil-
ity ratings range from O to 10.

In step 410, regions with vulnerability ratings higher than
other regions are identified based on the updated vulnerabil-
ity ratings of the regions. For example, as illustrated in FIG.
3C, region 302A has the highest vulnerability rating of 10.

In step 412, it is determined whether the parameter values
causing the violations have been sufficiently localized. This
step may be performed by reviewing the size of the regions
or sub-regions and the clustering of the violations in the
regions or sub-regions at the end of each fuzz testing
iteration. Once a desired region/sub-region size and viola-
tion causing parameter value localization have been
achieved, the fuzz testing can be stopped and further analy-
sis independent of fuzz testing can be performed. In the
ICMP-IP example, region 302A corresponds to 2500 pos-
sible combinations of the IP fragment offset and the UDP
length. The user may stop the fuzz testing after the first
iteration if 2500 is small enough for further analysis and the
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failures or protocol violations are sufficiently clustered in
region 302A. As stated above, if the failures or protocol
violations are not sufficiently clustered after a fuzz testing
iteration, the fuzz testing may be stopped and the initial
parameter space may be reconfigured.

If the violation causing parameter values have been
sufficiently localized, control proceeds to step 414 where
fuzz testing is ceased and the protocol implementation is
analyzed based on the vulnerabilities identified during the
fuzz testing. For example, fuzzer 112 may output the 2500
possible combinations of the field values that caused the 10
failures, and the user may analyze the code of the network
protocol stack implementation for these possible values.

If in step 412 it is determined that the violation causing
parameter values have not been sufficiently localized and the
user desires to continue the fuzz testing, control proceeds to
step 416 where the region is divided into sub-regions and
then to steps 408-410 where the fuzz testing is performed for
the sub-regions, the vulnerability ratings are generated and
recorded for the sub-regions and it is determined whether the
parameter values causing the failures are sufficiently local-
ized after testing the sub-regions. For example, in FIG. 3D,
region 302A is divided into 16 sub-regions. For the IP-ICMP
example, region 302A includes 2500 combinations of
parameter values. Thus, each sub-region of region 302A
may include 2500/16 or 156.25 combinations (on average)
of the IP fragment offset and the UDP length parameter
values. The fuzz testing may be repeated for each sub-region
of 156 parameter value combinations, vulnerability scores
may be recorded, and sub-region 304A of region 302A may
be identified as the sub-region with the highest vulnerability
rating, as illustrated in FIG. 3E. If sub-region 304A is
determined to sufficiently localize the violation causing
parameter values, the fuzz testing may be stopped and code
analysis relating to the 156 parameter value combinations
may be identified. If sub-region 304A is determined not to
sufficiently localize the violation causing parameter values,
the parameter space may be further divided, and fuzz testing
may be repeated for the divided sub-regions.

It should be noted that prior to performing each iteration
of fuzz testing for a set of regions or sub-regions, vulner-
ability ratings for the regions or sub-regions may be initial-
ized to a predetermined value so that the vulnerability
ratings for the regions or sub-regions will reflect vulner-
abilities caused in the current round of testing.

It should also be noted that the steps illustrated in FIG. 4
can be performed for multiple different sets of regions and
sub-regions such that different sets of parameter value
combinations that cause protocol stack failures are identi-
fied. For example, the steps illustrated in FIG. 4 can be
executed in parallel to identify each of the localized shaded
areas in FIG. 1 that result in protocol stack vulnerability.

Thus, using the steps illustrated in FIG. 4, the search for
the protocol field/value space that causes errors in a network
protocol stack implementation is progressively narrowed.
Such progressive narrowing of the search for fields and
values that cause vulnerabilities enables targeted analysis to
be performed. A network equipment test device that imple-
ments progressive fuzzing using vulnerability ratings and
progressive convergence improves the technological field of
network equipment testing. A network equipment test device
that implements the progressive fuzzing described herein
also improves the functionality of the network equipment
test device itself by decreasing the number of tests that are
required to be performed to locate specific variables causing
vulnerabilities.
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It will be understood that various details of the presently
disclosed subject matter may be changed without departing
from the scope of the presently disclosed subject matter.
Furthermore, the foregoing description is for the purpose of
illustration only, and not for the purpose of limitation.

The invention claimed is:

1. A method for converging on network protocol stack
vulnerabilities using fuzzing variables, vulnerability ratings
and progressive convergence, the method comprising:

defining an initial protocol field and field value space for

fuzz testing of a network communications protocol
stack implementation;

dividing the initial protocol field and field value space into

regions corresponding to combinations of protocol
fields and field values;

assigning vulnerability ratings to at least some of the

regions;

executing fuzz testing of the network communications

protocol stack implementation using the fields and field
values defined by the regions;

updating the vulnerability ratings of the regions based on

results of the testing;

identifying, based on the updated vulnerability ratings, at

least one region with a higher vulnerability rating than
other regions; and
dividing the at least one region into sub-regions and
performing fuzz testing of the sub-regions, wherein
performing fuzz testing for the sub-regions includes:

identifying at least one sub-region with a higher vulner-
ability rating than other sub-regions;

determining whether violation causing parameter values

are sufficiently localized in the at least one sub-region;
and

in response to determining that the violation causing

parameter values are not sufficiently localized in the at
least one sub-region, dividing the sub-region into sub-
regions and performing fuzz testing for the sub-regions.

2. The method of claim 1 wherein the initial protocol field
and field value space includes a combination of different
network protocol fields and ranges of values for those fields.

3. The method of claim 2 wherein executing fuzz testing
for the regions includes transmitting test packets to a device
under test, wherein the test packets include fuzzed parameter
values corresponding to the ranges for the different network
protocol fields.

4. The method of claim 1 wherein dividing the initial
space into regions includes dividing the initial space into
regions that correspond to subsets of the initial protocol field
and field value space.

5. The method of claim 1 wherein assigning vulnerability
ratings to at least some of the regions includes receiving the
vulnerability ratings from a user or automatically assigning
the vulnerability ratings to the regions.

6. The method of claim 1 wherein executing fuzz testing
of the network communications protocol stack implemen-
tation using the regions includes transmitting test packets to
a device under test that includes the network communica-
tions protocol stack implementation, wherein the test pack-
ets include combinations of protocol fields and field values
corresponding to the regions.

7. The method of claim 1 wherein updating the vulner-
ability ratings of the regions includes incrementing a vul-
nerability rating for a region each time fuzz testing with
parameter values corresponding to the region causes the
network communications protocol stack implementation to
fail or transition to an invalid state.
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8. The method of claim 1 comprising, in response to
determining that the violation causing parameter values are
sufficiently localized in the at least one sub-region, ceasing
fuzz testing and analyzing the network communications
protocol stack implementation for vulnerability using the
identified parameter space.

9. A system for converging on network protocol stack
vulnerabilities using fuzzing variables, vulnerability rating
and progressive convergence, the system comprising:

a computing platform including a processor and a

memory;

a progressive fuzzer stored in the memory and executed
by the processor for defining an initial protocol field
and field value space for fuzz testing of a network
communications protocol stack implementation and
dividing the initial space into regions corresponding to
combinations of protocol fields and field values; and

a vulnerability ratings module stored in the memory and
executed by the processor for assigning vulnerability
ratings to at least some of the regions, wherein the
progressive fuzzer executes fuzz testing of the network
communications protocol stack implementation using
the fields and field values defined by the regions,
wherein the vulnerability ratings module or the pro-
gressive fuzzer updates the vulnerability ratings of the
regions based on results of the testing, wherein the
progressive fuzzer identifies, based on the updated
vulnerability ratings, at least one region with a higher
vulnerability rating than other regions, divides the at
least one regions into sub-regions and performing fuzz
testing of the sub-regions, wherein, in performing the
fuzz testing for the sub-regions, the progressive fuzzer:

identifies at least one sub-region with a higher vulner-
ability rating than other sub-regions;

determines whether violation causing parameter values
are sufficiently localized to the at least one sub-region;
and

in response to determining that the violation causing
parameter values are not sufficiently localized in the at
least one identified sub-region, divides the sub-region
into sub-regions and performs fuzz testing for the
sub-regions of the identified sub-region.

10. The system of claim 9 wherein the initial protocol field
and field value space includes a combination of different
network protocol fields and ranges of values for those fields.

11. The system of claim 10 wherein, in performing fuzz
testing for the regions, the progressive fuzzer transmits test
packets to a device under test, wherein the test packets
include fuzzed parameter values corresponding to the ranges
for the different network protocol fields.

12. The system of claim 9 wherein the progressive fuzzer
divides the initial space into regions that correspond to
subsets of the initial protocol field and field value space.

13. The system of claim 9 wherein the vulnerability
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14. The system of claim 9 wherein the progressive fuzzer

executes the fuzz testing of the network communications
protocol stack implementation using the regions by trans-
mitting test packets to a device under test that includes the
network communications protocol stack implementation,
wherein the test packets include combinations of protocol
fields and field values corresponding to the regions.

15. The system of claim 9 wherein the vulnerability

ratings module or the progressive fuzzer increments a vul-
nerability rating for a region each time fuzz testing with
parameter values corresponding to the region causes the
network communications protocol stack implementation to
fail or transition to an invalid state.

16. The system of claim 9 wherein the progressive fuzzer

is configured to cease the fuzz testing in response to deter-
mining that the violation causing parameter values are

sufficiently localized to the identified sub-region.

17. A non-transitory computer readable medium having
stored thereon executable instructions that when executed by

the processor of a computer control the computer to perform

steps comprising:

defining an initial protocol field and field value space for
fuzz testing of a network communications protocol
stack implementation;

dividing the initial space into regions corresponding to
combinations of protocol fields and field values;

assigning vulnerability ratings to at least some of the
regions;

executing fuzz testing of the network communications
protocol stack implementation using the fields and field
values defined by the regions;

updating the vulnerability ratings of the regions based on
results of the testing;

identifying, based on the updated vulnerability ratings, at
least one region with a higher vulnerability rating than
other regions; and

dividing the at least one region into sub-regions and
performing fuzz testing of the sub-regions, wherein
performing fuzz testing for the sub-regions includes:

identifying at least one sub-region with a higher vulner-
ability rating than other sub-regions;

determining whether violation causing parameter values
are sufficiently localized in the at least one sub-region;
and

in response to determining that the violation causing
parameter values are not sufficiently localized in the at
least one sub-region, dividing the sub-region into sub-
regions and performing fuzz testing for the sub-regions.

18. The non-transitory computer readable medium of
claim 17 wherein the initial protocol field and field value
space includes a combination of different network protocol
fields and ranges of values for those fields.
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